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Context
A microservice is a small, independent service that is designed to perform a specific function
within a larger software system. In a microservice architecture, an application is composed
of a collection of these microservices, each running in its own process and communicating
with other services via APIs or other lightweight mechanisms. Microservices are typically
designed to be loosely coupled, with well-defined boundaries and minimal dependencies on
other components, making them easier to deploy, scale, and maintain. [5]
Microservice systems can be tested on different testing levels: Unit tests regard everything
within single microservices. Component tests test a service though its interfaces. Integration
tests test the integration of at least two microservices and system tests test the completely
deployed system. Giametti et al. [4] have proposed an approach for automated system testing
of microservice systems which uses grey-box coverage criteria to optimize the test case
generation.

Goal
The goal of this work is to evaluate the automated grey-box testing for microservice architectures
approach by Giamattei et al. [4]. In order to evaluate this approach, the provided tool has to be
used on the same microservice system as in [4] (or in a comparable MS system) and compared
to at least one other approach to automatically generate test cases (f.e. [1, 2, 3]). Based on this,
the approach should be evaluated (also in comparison to the other approach(es)) regarding
multiple criteria, f.e.:

• Fault detection/effectiveness (f.e. by fault seeding techniques)
• Applicability to other contexts (other interface types, other technologies, integration testing,

component testing)
• Cost/efficiency
• Limitations
• "Ease" of usage

Working Plan
1. Familiarize yourself with the approach by [4].
2. Set up the tool for generating test cases proposed in [4] in a VM provided by the chair.
3. Set up the MS system to run the tool in a VM provided by the chair.
4. Set up at least one other approach to generate test cases in a VM provided by the chair.
5. Write technical report.
6. Create a plan and set up criteria for the evaluation.
7. Evaluate the tools based on the criteria mentioned above.
8. Write the thesis report.

Deliverables
• The VM(s) with runnable tools and generated test cases/ or GitHub repo including the

tools with the correct settings.
• Technical report with comprehensive explanations on how to run and use the tools.
• Results of the evaluation.
• Final thesis written in conformance with TUM guidelines.
• Presentation of the work at the chair after the submission.

Application for Thesis
Please apply for this thesis topic with your CV, grade report, and a short motivation, why you are
interested in this topic. Based on these documents, we will invite some students for a personal
meeting to see if the topic fits the student.

https://www4.in.tum.de
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Please note that some prior experience in the development of microservice systems and
knowledge about software testing is highly desirable for this thesis.
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